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Abstract: The importance of certification/conformance testing the implementations of communications protocols and software systems are fast increasing. Formal methods for the derivation of testing sequences have been developed. In this paper, we present the results of a comprehensive study of the coverage of these testing methods using a simulator. We also present analytical remarks on the methods and analysis of their scope of applicability.
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I. Introduction
Telecommunications has turned the world into a global village. Furthermore, the applications of telecommunications and software applications have penetrated almost all other fields and areas of development. Consequently, the demand on telecommunications applications, protocols, and systems as well as software applications and systems are fast increasing [1-16].

This increase in demand is conditional to and require correctness of the developed systems and their compliance/conformance to given specifications. This in turn increased the importance of testing the implementations of these systems for conformance/compliance to given standards or specifications.

Now, the cost of testing constitutes a large percentage of the cost of these systems. To make testing more effective in detecting errors when present and to make it cost effective, formal methods for the derivation of test sequences have been developed. These methods rely on applying sequences of inputs to the Implementation Under Test (IUT) and observing the resulting output sequences. If the resulting output sequences all coincide with the output sequences corresponding to the applied input sequences, according to the given specifications, the IUT is considered a faithful implementation according to the testing method in consideration. Otherwise, the IUT is considered faulty. It is not the role of the testing method to identify and locate the fault; even though, it provides valuable information for this aspect.

These formal methods, for Finite State Machine – based systems, include: Transition Tour Method [3], Distinguishing Sequence Method [5], W Method [6], Unique Input/Output Sequence (UIO) [2], and Unique Input/Output Sequences Set [7].

The use of formal methods for the derivation of the testing sequences has the following pluses:

1. Facilitates study of the coverage of the method as in this paper.
2. Facilitates extension/enhancements of the method.
3. Facilitates significant reduction in the cost of testing.

In this paper, we study the coverage of the different testing methods indicated above. We use simulation to apply the methods to a large number of faulty FSMs and record the statistics for which method detects the largest number of errors. We also look at the scope of applicability of the methods.

The rest of this paper is organized as follows. Section II presents assumptions of conformance testing. In Section III, we present the 5 testing methods with analytical remarks on each of them. Then, in Section IV, we present the study of the coverage of the testing methods. We conclude the paper in Section V.
II. Generation of Testing Sequences from Formal Protocol Specifications

In this section, we present important issues in conformance testing the implementations of communications protocols and/or software.

II.1. Assumptions of Conformance Testing

The following are the assumptions of the work on conformance testing of the implementations of a communications protocol, and interoperability analysis [1]:

1. The given protocol standard is correct\(^1\).

Correct here means, for example, that it achieves its intended purpose (Verification of the designs of Protocol Standards is outside the scope of Conformance Testing), and that it posses certain correctness properties such as deadlock free (i.e., the design does not put conforming implementations in situations where deadlock is eventual. Validation of the designs of protocols is also outside the scope of conformance testing). This is often accommodated, in the protocols design, by including an Error state.

2. The given protocol standard is complete. By complete, we mean that all interactions required to faithfully achieve every capability, particularly mandatory capabilities, are specified in the standard\(^2\). However, some standards are incomplete (intentionally or unintentionally) leaving some areas of the standard for bi-lateral or multi-lateral agreements among vendors. In these cases, interoperability analysis cannot be applied to these incomplete parts (capabilities); but, can be applied to the standard augmented with such agreements as far as the implementations of the parties of the agreement are considered.

In the conformance testing of communication protocols, the implementation under test (IUT), in general, is treated as a black box and tested over a communication network. The selection of cost-effective test sequences is critical. A reasonable test suite should broadly cover both the control flow and the data flow of the given protocol.

II.2. Testing the Control Flow of Interactions

Testing the control flow means testing the control aspects of different possible sequences of interactions. A conforming IUT should accept those and only those sequences of interactions that are allowed by the specification [2].

II.3. Testing the Data Flow in the Interactions

Testing the data flow means testing the interdependence between parameters of the interactions (in legal sequences) with respect to initialization and reference operations on the parameters.

The sequences that a conforming IUT accepts should satisfy a set of data flow constrains, as given by the specification, on the parameters of the interactions of those sequences [1].

II.4. Properties for an Effective Test Method

A 'good' test method satisfies the following properties in descending order of importance:

1. The resulting test suite is able to detect the presence of as many types of errors in the IUT as possible, if there are any. This is required for a high degree of confidence that different conforming IUTs will interwork.

2. The derived test sequences are as short in total length as possible. This is required to reduce both the time and the cost of testing.

3. The method is feasible, there exists an algorithm which to derive test sequences.

4. The corresponding algorithm facilitates automation and is of minimal complexity and cost.

The test methods we will survey fall into two categories; the first includes EFSM-based methods (appropriate for Estelle and SDL), the second category includes logic-based methods (appropriate for Lotos).

III. Formal Derivation of Test Sequences from EFSM-Based Specifications

In this subsection, we review methods for deriving test sequences from a protocol specification modeled by an Extended Finite State Machine (EFSM) as in Estelle and/or SDL specifications. A number of FSM-based-test sequence derivation methods for testing control flow have been proposed. These are: transition tour, characterization set, distinguishing sequence, and unique input/output methods.

III.1. Transition tour methods by Naito

A transition tour [3] of a FSM is obtained by traversing the corresponding transition graph of the FSM so that every transition is covered at least once. This method has a wide range of applicability as it can be applied to any protocol specified by an FSM. So, for the machine M indicated in Figure 1,
transition tour testing sequence can be: A/0 B/1 A/0 A/1 A/0 B/1 B/0 A/0 A/1 A/0 A/1 B/1. 
a/n stands for on receiving Input a send output n

**Figure 1: A Transition Diagram for a Machine M**

**Remarks:** The test sequences derived by applying this method can detect errors in transition but cannot detect errors in states. Thus, its power of detecting errors is limited [4,5].

For example: starting from state 5, if the implementation on receiving B outputs 1 and goes to state 3 rather than state 1, the testing sequence “A/0 B/1 A/0 A/1 A/0 B/1 B/0 A/0 A/1 A/0 A/1 B/1” won’t detect such an error. Such an error cannot be detected unless terminating state of the transition is verified. Verification of the states can be by applying a sequence or a set of sequences that represent a unique signature of the state (the implementation is in the state iff it outputs the corresponding output to the signature) as in the following methods.

**III.2. The distinguishing sequence method by Gonenc**

The method is proposed in [5] for testing switching circuits defined by FSM’s. It is based on identifying a distinguishing sequence (DS) for the graph of the switching circuit. A sequence of inputs is a distinguishing sequence iff it can be applied at any state in the FSM and the application of this sequences at any two different states produce two different output sequences.

Formally,

An input sequence \( DS = I_1; I_2; \ldots ; I_n \) is a distinguishing sequence iff for any two states \( s_k \) and \( s_j \) such that \( k \neq j \), there should be \( O(s_k) \neq O(s_j) \).

where \( O(s) \): output sequence resulting from applying DS to the IUT at state \( s \).

So, we can recognize the initial state of the machine by applying this input sequence to a conforming implementation and observing the output sequence. Then, the test sequences consist of a state tour and a transition tour. In the state tour, we try to recognize the existence of every state \( s \) in the FSM by applying a sequence that leads the machine to state \( s \) (preamble sequence of state \( s \)) then we apply the DS. The implementation passes this test case iff it outputs the output sequence corresponding to the preamble sequence followed by the output sequence corresponding to DS for state \( s \). This latter part is unique for the state \( s \) as when we apply DS at any two other states, the corresponding outputs are different. In other-words, applying DS and observing the outputs, the output sequence is sufficient to completely determine the state the implementation was at on applying DS.

The transition tour aims at recognizing the existence of every transition between two states \( s_i \) and \( s_j \) by applying a sequence that leads the machine to state \( s_i \) then applying the input sequence of the transition followed by the DS (post-amble sequence). So, for the M machine of Figure 2, the Input sequence “B B” is a DS [5]; if it is applied at any two different states, the corresponding output sequences are different. To validate state 4, we apply an Input sequence that leads to state 4 then, we apply the DS (BB); so, we get A B B. If the corresponding output sequence is 011, the implementation is considered to correctly support state 4. To validate the transition from state 3 to state 4, we apply a sequence that leads from initial state (state 1) to state 3 then the Input of the transition (B) then DS (BB, to validate the state at which the implementation arrives on executing the transition); so, we get: A A A B B B. If corresponding output sequence is 001011, the implementation is considered to correctly support the transition.

Remark: This method has a good error-detection capability [5] but it has a narrow range of applicability. This is because it requires almost fully specified FSM and the DS does not exist for every FSM.

**III.3. The W-method by Chow**

Chow’s method [6] can test the implementation against many kinds of errors. This method is based on generating \( P \), the set of all partial paths in the testing tree (set of preamble sequences as in the DS method), and a characterized set \( W \). A characterization set \( W \) is a set of inputs specified for every state in the FSM such that the sets of outputs resulting from applying the set of elements of \( W \) at any two different states should be different.
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Then, the test sequences are the sequences in P \times W. For example, \{A, AA, B\} is a W set for the machine M of Figure 2.

So, the only difference between this method and the DS Method is the use of a W set as the signature rather than a DS. This makes the method has wider applicability.

**Remarks:** The length of P (|P|) increases roughly at the order of the number of states in the FSM multiplied by the number of transitions in the FSM. Also, the length of W increases roughly at the order of the number of states in the FSM. So, the test sequences derived by using this method tend to be very long for any real protocols. Also, there is no characterization set for some protocols; i.e., there is no single set of input interactions that satisfy the requirements of a characterization set.

**III.4. The UIO method by Sabnani, et al**

This method is somewhat similar to the DS and W methods but has a new signature called Unique Input/Output Sequence (UIO Sequence). The main idea of Sabnani and Dhibura’s method [2] is to find an input/output sequence (UIO) for each state in the specification such that this sequence is a unique characteristic of only that state. A unique characteristic of a state means that according to the specification, applying that input sequence starting from that state should give an output sequence exactly the same as the expected one, and applying that input sequence starting from any other state should give a different output sequence. For example, A/1 A/1 is a UIO sequence for state 2 of the machine M in Figure 2.

**Remarks:** This method is a generalization of the distinguishing sequence with the difference that instead of having only one sequence (DS) per FSM, we have one sequence (UIO) per state in the FSM. This increases the applicability of the method. However, for some protocols one or more state will not have a UIO.

For testing the data flow aspects of the IUTs, relatively fewer techniques have been proposed [66, 71, 72].

**III.5. The Unique Input/Output Sequences Set by El-Gendy**

This method [7] utilizes a unique signature of every state. The unique signature is a set of sequences (rather than a single sequence as in UIO method) of Input/Outputs such that the set of input sequences for state s are all acceptable at state s and produce the corresponding set of output sequences. Also, at any other state s' either at least one of the input sequences is not fully acceptable at state s'

the corresponding sequence of output sequences is different from that specified for s. Then, the testing sequences consist of 2 over-lapping tours:

1. State tour that consists of one of the following for every state s:
   - Preamble sequence of state s : UIOSeqSet(s)
2. Transition tour that verifies a state for every transition and consists of the following for every transition \(i/o_j\) that goes from state s to state s' :
   - (Preamble of state s ; i) : UIOSeqSet(s').

**Remarks:** This method has the widest scope of applicability of all methods. This is because the presence of the UIOSeqSet is guaranteed by the fact that the FSM is minimal. Also, an algorithm that facilitates full automation of the derivation of the UIOSeqSet is given. Nevertheless, as the method utilizes unique signature of every state plus a transition tour and a state tour, the coverage of the test method is expected to be as good as any of the other methods.

**IV. Study of the coverage of the various testing methods**

In this Section, we present the results of comprehensive study of the testing coverage (the strength to detect errors) of the 5 testing methods. We conducted simulation experiments using Mat Lap simulator. We supplied many FSMs then the simulator introduced various types of errors in the supplied FSM (simple state error, simple transition error, combined errors, multiple errors). The simulator applies various testing methods to the generated erroneous FSM and records which method detects the errors. Figures 2-6 present the resulting statistics for the 5 testing methods. From this study, we conclude the following:

1. The coverage of the transition tour method is far less than the coverage of the other 4 methods.
2. The coverage of the UIOSeqSet is slightly higher than the coverage of the other 3 methods.
3. The applicability of the UIOSeqSet is the highest followed by the transition tour method followed by the UIO sequence method followed by the other 2 methods that require fully specified FSM. By fully specified, it is meant that every possible input, according to the specification, is a valid input at every state. So, if there are n states and m different inputs, the machine has to have at least n times m transitions for any of these methods to be

\[ \text{This is to verify the state by applying its unique signature,} \]
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applicable! For a communications protocol, for example, every input PDU of the protocol has to be a valid input at EVERY state! Naturally, these constraints are not practical for a communications protocol; our focus. For a communications protocol, a PDU is valid only at few states and almost never at every state. Furthermore, communications protocols are seldom-deterministic FSMs but rather EFSMs. They are EFSM because there can be a transition that produces an output PDU without receiving an input. Also, there can be a transition on receiving an input without producing an output PDU, there can be a silent transition (with neither input nor output), and there can be more than one transition on receiving the same input. In communications protocols, transitions don’t depend only on input but also checking predicates.

Figure 2: Coverage of the Transition Tour Method

Figure 3: Coverage of the Distinguishing Sequence Method

Figure 4: Coverage of the W Method

Figure 5: Coverage of the UIO Method

Figure 6: Test Coverage of the UIOSeqSet Method

Figure 7: Statistics of the Coverage of the 5 Methods
V. Conclusions

In this paper, we presented a simulation-based comprehensive study of the coverage of test sequence derivation methods in the literature. This is vital for the development of sound testing sequences and for the extension/generalization of existing testing methods. It is also important for the development of cost-effective testing.

Analytical remarks and investigations of the scope of applicability of these methods were also presented in this paper.
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